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Abstract—This position paper discusses the challenges and opportunities of applying search-based techniques to a formal environment of abstract state machines defined using a language called Event-B. Event-B is based on a formal abstract machine notation that has a mature tool support and gets continuous feedback from industry. Although search-based techniques recently developed for extended finite state machines may be adapted to this context, new challenges such as implicit states, non-determinism, non-numerical datatypes and hierarchical models are still to be solved for test data generation for Event-B models.
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I. MOTIVATION

The B-method [1] is a formal approach to software engineering introduced in the 90s, aimed at the safety-critical software domain and supported by both academic and commercial tools. B is one of the success stories of the application of formal methods in industry, e.g., major metro systems around the world use nowadays software generated from formally verified B models. The strengths of B-method reside in the rigorous formalism based on abstract state machines and set theory as well as the necessary tool support required by industry. While successful in the area of embedded systems, B is not very suitable for formal system modeling, mainly due to its focus on the lower level implementation aspects.

To address this, the Event-B language [2] was introduced in the 2000s, as an evolution of the B language, having its focus on software systems rather than software implementations and with events as first class citizens rather than operations and methods. Event-B development was supported by two European research projects: RODIN\(^1\) and DEPLOY\(^2\). RODIN provided a first platform for Event-B called Rodin, whereas DEPLOY further improves the platform based on industrial feedback. There are four industrial partners in DEPLOY (Bosch, SAP, Siemens and Space Systems Finland) that experiment with the latest versions of the platform and provide new requirements and feedback. The core technology behind Rodin platform is theorem-proving, but also model-checking tools have been developed (ProB [3]). Recently, there has been an increasing interest from the Event-B users into test generation based on Event-B models. This in fact provided the main motivation behind our investigations based on search-based testing.

Model-based testing (MBT) is an approach that uses formal models as basis for automatic generation of test cases. There are different types of test models that can be used for MBT, many of them being state-based models, for instance Unified Modeling Language (UML) state diagrams. There exists a first MBT approach that uses Event-B models as test models [4]. The interest in MBT is given by the opportunity of using the Event-B models not only for formal verification of the specification (via theorem proving or model checking) but also to verify using test cases that an existing implementation behaves as specified in Event-B.

For MBT using state-based models, test generation algorithms usually traverse the state space starting in an initial state and are guided by a certain coverage criterion (e.g. state coverage) collecting the execution paths in a test suite. Event-B models do not have an explicit state space, but their state spaces are given by the value of the variables. Then the state is changed by the execution of a given event that is enabled in that state. The ProB tool [3] that is available in the Rodin platform has a good control of the state space, being able to explore it, visualize it and verify various properties using model checking algorithms. Such model checking algorithms can be used to explore the state space of Event-B models using certain coverage criteria (e.g. event coverage) and thus generating test cases along the traversal. Moreover, the input data that triggers the events provides the test data associated with the test cases. Such an approach using explicit model-checking has been applied to models from the business application area by SAP [4]. The algorithms perform well for models with data with a small finite range. However, in case of variables with a large range (e.g. integers), the known state space explosion problem creates difficulties, since the model checker explores the state space enumerating the many possible values of the variables. Search-based techniques may provide a solution to this problem, by guiding the search for a solution in the state space, instead of exhaustively enumerating all values.

In this paper, we discuss the possibility of using meta-heuristic search algorithms in test generation for Event-B models. For one path, one could solve the test data problem by starting with an initial set of data and improving it using...
Event-B [2] is a language based on the notion of abstract machines having set theory as its mathematical language and using theorem proving as the main tool-supported validation on the Rodin platform. The main constructs of Event-B are contexts and machines. The contexts specify the static part of a model and contain the following elements: carrier sets (i.e. domains), constants and axioms. The axioms can define relations between the constants or define their domains. Machines represent the dynamic part of a model and can contain variables, invariants and events.

An event consists of two main elements: guards which are predicates to describe the conditions that need to hold for the occurrence of an event and actions which determine how specific variables change as a result of the event execution. An event has the form

\[
\text{Event} \equiv \text{any } t \text{ where } G(t, x) \text{ then } S(x, t) \text{ end.}
\]

It consists of a set of local variables \( t \), a predicate \( G \), called the guard and a substitution \( S(x, t) \). The guard restricts possible values for \( t \) and \( x \). If the guard of an event is false, the event cannot occur and is called disabled. The substitution \( S \) modifies the variables \( x \). It can use the old values of \( x \) and the local variables \( t \).

For example, an event that takes a natural number \( q \) strictly greater than 100 and adds it to the natural (global) variable quantity could be written as

\[
\text{Event} \equiv \text{any } q \text{ where } q \in \mathbb{N} \land q > 100 \text{ then } quantity := quantity + q \text{ end.}
\]

Note that if the model has 10 integer variables with their range in \([1..10,000]\), the explicit state space will have \(10^{40}\) states, which is usually too much for a brute-force traversal algorithm of an explicit model checker. Since the theorem proving is mainly used for Event-B, explicit enumerations are generally avoided.

Let us consider another example, involving a set defined as \( \text{ITEMS} = \{\text{item1}, \text{item2}, \ldots, \text{item20}\} \). Then, one can have an event in which a variable \( \text{items} \) is updated with a new set of items \( i \), assuming that the cardinality of \( i \) is greater than 10, and then an item \( \text{oneItem} \) is randomly picked (using the Event-B operator \( \in \)) from the set \( i \):

\[
\text{Event} \equiv \text{any } i \text{ where } i \in \mathbb{P}(\text{ITEMS}) \land \text{card}(i) > 10 \text{ then } \text{items} := \text{items} \cup i \land \text{oneItem} \in i \text{ end.}
\]

Succinctly, an Event-B model is given by the defined domains, constants, variables, events that change the global variables when enabled and executed, and a set of global invariants specifying the properties required by the specification. The execution of a model starts with a special event that initializes the system, followed by the application of enabled events. At each execution step, all the guards of the events are evaluated and the set of enabled events is computed. Then, one enabled event is non-deterministically chosen and its action is executed. The Rodin platform, built on top of Eclipse, provides different plugins that manage and perform different tasks on the models. For example, there are built-in theorem-provers that ensure that the defined invariants always hold for the model, there is the ProB model-checker that can verify certain properties of the system (e.g. deadlock freedom) and there are many other plugins like composition/decomposition plugin that helps the users to compose or decompose their models into smaller sub-models. The main pattern of constructing larger models is to use the notion of refinement, which allows the user to start with more abstract models and gradually refine them by adding more details and formally proving that the invariants are always preserved along the way.

III. SEARCH-BASED TESTING CHALLENGES

Test generation from an Event-B based specification does not simply reduce to applying one of the search based techniques existing in the literature, since it may pose a number of non-trivial problems as described below:

- **Implicit states**: Event-B specifications are event-based rather than state-based models. Formally, these are abstract state machines [8] in which the (implicit) states are given by the data structures on which the events operate. For large systems, transforming this into an (extended) finite state machine may not be desirable and so test coverage criteria for the original model may need to be defined (e.g. event coverage).

- **Non-determinism**: Often Event-B models are non-deterministic (see the \( \in \) operator and the non-deterministic choice of an enabled event in the previous section). In order to test non-deterministic implementations, one usually makes a so-called complete-testing assumption [9]: there exists a positive integer \( N \) such
that, by applying any input test data set \( d \) to the implementation \( N \) times, all the paths of the implementation that can be traversed by \( d \) will actually be exercised. In practice, this means that, every time the fitness function for a candidate solution \( d \) has to be computed, the input \( d \) will be applied to the executable model a given number of times \( N \) and the resulting paths \( P \) will be recorded. Naturally, the expression of the fitness function \( f(d) \) for \( d \) will depend on the coverage criterion sought. For example, when the test generation algorithm seeks input data to exercise a given path \( p \), it would be natural to evaluate the fitness of the element of \( P \) which is “closest” to \( p \), i.e. if the fitness function is minimized then \( f(d) = \min_{p \in P} f(p) \).

- **Non-numerical data types**: Very often the data structures used in Event-B models (and hence the event guards) are non-numeric. Most of the models we have considered so far involved relatively simple data structures, involving enumeration types, which could be easily mapped onto numeric types. More complex types like sets or partial functions need further investigations. We currently extend the fitness functions for numerical and boolean types used in the literature [10] to operations on sets. For instance, for the set membership operation \( k \in S \), where \( S \) is a set and \( k \) an element, the fitness function \( f(k \in S) \) is defined as \( f(s \in S) = \min_{s \in S} f(k == s) \). Moreover, if we use genetic algorithms, efficient encodings of the sets into chromosomes are needed.

- **Hierarchical models**: Complex systems are seldom designed in one step; usually, the design is constructed gradually, through a process of refinement. In such instances, generating test sets directly for the final, refined, system may not be feasible. Instead, one would wish to apply test generation methods to the simpler, unrefined version of the system and to develop the resulting test sets in parallel to the refinement of the specification. Furthermore, large systems can be structured into simpler components through composition-decomposition. Similarly, a testing strategy in which tests for the components are integrated into the test set of the whole system would be needed. Existing testing strategies for hierarchical and communicating finite state machines [11] could be used as a starting point for devising appropriate testing methods for Event-B models involving refinement and composition-decomposition.

### IV. RELATED WORK

The single reference regarding testing based on Event-B is [4]. The paper presents a service integration testing approach using service choreographies models developed by SAP. These models are based on communicating EFSMs. The models are translated into Event-B and processed with ProB model checker, which generates test suites using explicit state space exploration. Although the authors try to address the state explosion problem by e.g. symmetry reduction techniques, this general issue is still present.

ProB was also used for testing based on B models, possibly non-deterministic, in [12]. Since the problem of obtaining a precondition satisfaction predicate out of a set of B constraints is NP-complete, the algorithm works for rather smaller and simpler operations. Non-deterministic models were addressed by introducing additional result parameters that make the internal choices visible.

Model checking tools face a combinatorial blow up of the state-space, known as the state explosion problem. A survey on testing with model checkers is given in [13]. Symbolic and bounded model checking try to alleviate this problem.

Search-based software testing has been applied mostly to white-box or structural testing [10], [14]. Some approaches to evolutionary functional testing tackle model-based testing from state machines and the main directions identified were:

- Generating test data for feasible paths in state machines: A fitness function of the type \( \text{approach level} + \text{normalized branch level} \), inspired from structural search-based testing [10], is proposed in [5], [15] and further used for experimentation in [16], [17]. An empirical study on the efficiency of search-based test generation for EFSMs is given in [17] and one finding is a positive correlation between the test generation cost and some metrics, such as the number of numerical equal operators in the conditions from the path.

- Estimating the feasibility of transition paths and generating transition paths which are more likely to be feasible [6], [18].

- Combining the generation of feasible test paths with the generation of the associated input test data [7]. In this paper a multi-objective evolutionary algorithm is proposed, which considers two objectives: to search for a test sequence that covers a target transition, as well as to minimize the length of this test sequence.

### V. CONCLUSION

In this position paper, we have presented recent efforts towards applying search-based techniques in a new industrial-driven setting provided by the Event-B language. We have sketched some of the main characteristics of Event-B, outlined the existing challenges of applying meta-heuristic search techniques, and performed a literature review of the similar approaches that may be used as a source of inspiration for solving the identified problems. A couple of first solution ideas were also sketched, but we are also seeking feedback or helpful experiences from the search-based testing community.

We are currently implementing our ideas as an Eclipse-plugin integrated in Rodin platform and we are performing the first experiments with models provided by industrial
partners like SAP. We started by using our previous experience in search-based techniques for EFSMs [5], [15] and applied it to small Event-B models that can be easily mapped onto EFSMs with only numerical variables, using fitness functions existing in the literature. In the implementation we make use of the Event-B simulator offered by ProB tool which evaluates the guard satisfiability at runtime. We are now moving forward in addressing non-numerical datatypes such as sets and also addressing the issues related to non-determinism. In parallel, we are systematically evaluating and classifying the existing DEPLOY repository of Event-B models\(^3\), containing a couple of dozens of models, both from academic and industrial partners. The used modeling patterns can help us prioritize which problems to address first and see which of them are suitable for search based techniques, e.g. we have already noticed that many models have an EFSM-like structure (for instance SAP domain-specific models that are translated in Event-B are originally state-based; also Bosch Event-B models of cruise controllers have state-based models behind).

Once our prototype will be able to handle different specific Event-B characteristics, as extracted from the model repository, and once we have implemented different fitness functions, a detailed comparison among the fitness functions but also against the model checking approach will be performed following a sound statistical approach [19]. Regarding model checking, we can also investigate the usage of search-based techniques in guiding the explicit model checker during the state space traversal, cf. [20].
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